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Abstract —The integration of Internet of Things (IoT) technology in order to develop and manage different real life applications such as smart cities, environmental surveillance, health care, precision agriculture and traffic monitoring, has proven to be a game changer. Different IoT hardware and software solutions are merging to meet different application requirements. However, with each new IoT application, there are new challenges to solve, because of the variety of communication protocols, data formats and the heterogeneity of smart objects on the network. Many companies develop middleware platforms to overcome the heterogeneity problems. However, most of these solutions are proprietary, monopolized and developed as vertical proprietary application stacks, so it prevents developers from reusing modules. This paper demonstrates some recent middleware approaches, especially the Service Oriented Architecture for Heterogeneity Issues within the Internet of Things (MSOAH-IoT), designed to solve hardware and software heterogeneity issues within IoT applications. Then proposes an enhancement of the MSOAH-IoT middleware, by implementing new features such as semantic web and context awareness, in order to establish a smart gateway, able to make decisions for automated management, while ensuring connection between heterogeneous smart objects.

Index Terms—SOM middleware, MSOAH-IoT, smart services, smart objects, heterogeneity

I. INTRODUCTION

Recently, thanks to rapid advances in sensor technology and wireless communications, devices with embedded sensors and connection capabilities are expanding widely in many fields, forming a network known nowadays as the Internet of Things (IoT) [1], [2]. IoT solutions face multiple critical issues such as heterogeneity, data management, data compatibility, bandwidth management, connectivity, and security problems [3], [4]. Most of manufacturers provide complete IoT solutions that consist on hardware, software and architectural solutions. However, most of them belong to specific applications, thus it restraints the reuse of these solutions, especially on the software layer level called "middleware". One of the most challenging issues regarding the use of such sensors regards the possibility to seamlessly make them interoperate to reach a specific goal. This objective could be difficult to achieve, due to the lack of a universally accepted standard for sensor communications [5].

A middleware is a software layer located between the sensor hardware layer and end user application layer. It manages data collected by sensors in the lower level layer, and translates it to a higher-level layer [6]. As defined in an early work related to middleware architecture [4], a middleware should provide reusable services for several applications, and a runtime environment able to manage the execution of multiple applications, but above all, it must solve problems of incompatibility and heterogeneity of hardware and network connectivity. Designing a middleware should take into consideration multiple mechanisms to handle the following important issues as specified in [7], [8]: Heterogeneity - Data Aggregation - Managing limited battery power and resources - Real world integration - Scalability, mobility and dynamic network topology - Quality of Service (QoS) – Security - Fault tolerance and Application knowledge.

In our previous work [1], we have developed a service oriented architecture based middleware to deal with heterogeneity issues within the IoT, which we labelled MSOAH-IoT. We used Java/JavaEE to make it portable and interoperable with various platforms. The main goal was to handle heterogeneous smart objects (IP and not IP based) connected through different wireless networks (WIFI, Bluetooth, ZigBee), as well as generating a unified data format. The MSOAH-IoT model is based on the REST architecture and JSON for lightweight communications within limited resources IoT network. We made connected IoT devices available as web services, and then we offered a desktop web application to the end user for displaying and managing the entire network.

The main objective of our work, is to develop a smart gateway easy to install, compatible with various platforms, able to: deal with sensor and wireless networks heterogeneity; analyse all collect information; create patterns of habitual actions, and make smart decisions based on thresholds, rules and patterns analysis. For
example if the gateway is implemented on a smart home and there is a gas leak when no one is home, the gateway should open windows and alerts authorities.

This paper presents the developed middleware (MSOAH-IoT) and its main features, then propose an enhancement, by integrating semantic web and context awareness technologies to provide smart services to the end user. Related work is presented in section 2. Section 3 describes the proposed model’s architecture, and results. Then section 4 discusses the MSOAH-IoT enhancement and future work, followed by the conclusions of this work.

II. RELATED WORK

Middleware approaches are classified in [7], based on their position on the network, some run inside the network (classical approaches), while others integrate and process sensor data but work outside the network. Authors in [1], [3] and [7]-[10] describes most of these approaches, each one is developed based on different architecture approach. The classical approaches are as follows:

- Database approach: Middlewares based on this approach do not support heterogeneity neither rendering data in real-time.
- Application driven approach: It allows the application to identify their QoS requirements, and then modify the network according to application needs. Most of middlewares within this approach do not support the heterogeneity of sensors.
- Modular approaches (mobile agent), are developed in modular way to minimize the energy consumption; however, the nature of its code does not allow hardware heterogeneity.
- Virtual Machine approaches provide a flexible programming paradigm, to hide the heterogeneity of the runtime environments and the hardware resources, but add a considerable code size and performance overhead.
- Message-oriented (Event based) approaches are real-time systems where the processing trigger is event. This paradigm is based on publisher events and subscriber events. They do not offer heterogeneity support or interoperability between heterogeneous parts of the network.

Other middlewares were developed to integrate not IP based networks, into IP-based network such as: GSN [11], Borealis [12], IrisNet [13], Hourglass [14], HiFi [15], SStreaMWare [16], EdgeServers [17], ESP framework [18]. However, they only focus on wrapping data coming from sensor nodes for sharing and processing over the Internet.

Several efforts were conducted to implement the IPv6 protocol for constrained IoT devices. The result is 6LoWPAN [19]. This protocol enables running services on the application layer directly on smart objects and the integration of a Service-Oriented Architecture (SOA) into the design of the middleware [8].

The Service oriented middleware (SOM) architecture is the best platform to develop IoT applications [10]. It logically views the network as a service provider for the end user application. Authors in [20] have studied a large number of proposed SOA based middleware for IoT solution, belonging to the same research domain, each distinguished by technical specifications depending on the context of use. Table I, presented in [1] demonstrates the features of most recent and popular SOM middlewares. The majority were developed using JAVA programming language, based on the REST architecture and provide a mobile application for users.

<table>
<thead>
<tr>
<th>SOM Middleware</th>
<th>Supported Communication Protocols</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sitewhere [21]</td>
<td>REST; Web-socket; MQTT; AMQP</td>
</tr>
<tr>
<td>DeviceHive [22]</td>
<td>REST; MQTT</td>
</tr>
<tr>
<td>Konker [23]</td>
<td>REST; MQTT</td>
</tr>
<tr>
<td>Kaa [24]</td>
<td>REST</td>
</tr>
<tr>
<td>Nimbits [25]</td>
<td>REST</td>
</tr>
<tr>
<td>Nitrogen [26]</td>
<td>MQTT; HTTP</td>
</tr>
<tr>
<td>OpenIoT [27]</td>
<td>REST; GSN</td>
</tr>
<tr>
<td>Webinos [28]</td>
<td>REST</td>
</tr>
<tr>
<td>Linksmart [29]</td>
<td>REST</td>
</tr>
</tbody>
</table>

III. THE MSOAH-IoT MIDDLEWARE

As described in [1], the development of a middleware must meet several criteria and solve several issues. In our case, we focused on the first place on solving heterogeneity of sensor hardware and network interfaces. The middleware is implemented in a gateway, within unlimited resources and connected via Ethernet, to a local server for storage purposes and can benefit from cloud services.

The gateway can be a Smartphone, a Laptop or a Raspberry PI working on specific operating system like windows or Linux, and equipped with different communication technologies such as Bluetooth and WiFi. In [1], we proposed the design and the implementation of new middleware labeled MSOAH-IoT to address heterogeneity issues within the IoT.

A. The MSOAH-IoT Architecture

MSOAH-IoT [1] architecture is carried out through three phases, as described in Fig. 1. In the first one, we programmed the gateway and the objects to initialize all services related to each communication interface, so links could be created between detected smarts objects and the gateway. We deployed a web service to discover and initiate WiFi connections by using a web server.

On the other hand, we developed a script to discover Bluetooth connections and create Java WebSocket in order to exchange data. In phase 2, we developed the middleware core based on three main functions as follows:

- **ThingDiscovery ()**: Allows the collection of detected smart objects details such as the communication
interface, universally unique identifier (UUID), name, operating system, and the proposed services etc. all collected data is saved into a database.

We create this method to allow authorized users to consult connected objects and all available services registered in the gateway database.

Provides specific implementation (i.e., getter and setter methods) for service applicant using specific environment (specific end user browser). It contains get and set methods offering data collection and controlling services.

MSOAH-IoT is developed using the Java Platform Enterprise Edition (Java EE) architecture that permits to build distributed web and enterprise applications, which helps to focus on application issues, and allows interoperability between systems.

The model uses JAX-RS (Java API for RESTful Web Services), that provides portable APIs for developing, exposing and accessing Web applications, designed and implemented in compliance with principles of REST architectural style [30]. Then, we used the JSF framework 2.2, which simplifies development and integration of web-based user interfaces. Developers can build web applications by assembling reusable UI components in a page, connecting these components to an application data source and wiring client-generated events to the server-side event handlers [31].

Using JSON - JavaScript Object Notation API (an implementation for data stores and data structures) permits to optimize HTTP requests, both in terms of the number of requests and the size of data packages exchanged between clients and servers [32]. Finally, the middleware uses SQLite for storage, especially that the smart gateway has limited resource components, such as memory capacity and CPU. SQLite is a relational database management system embedded into the end program, and does not have a separate server process and reads/writes directly to ordinary disk files [33].

We conducted many scenarios to prove the efficiency of the proposed middleware. The MSOAH-IoT was able to discover all smart objects within its sensing range, through Wifi, Bluetooth, and Zigbee depending on the smart gateway interfaces.

In [1] we developed two scenarios to test the ability of the MSOAH-IoT to handle heterogeneity of sensing hardware, where different sensors providing various services were used. The middleware was able to detect all sensors in the scenario, even if they were working under different Operating System, collect data from the sensor nodes and then sending commands. In the second scenario, we tested the capability of the MSOAH-IoT to support heterogeneous networking interfaces such as WIFI, Bluetooth and Zigbee within the same IoT application. In order to evaluate the proposed middleware MSOAH-IoT, we compare its functionalities with other similar approaches proposed by other well-known research works. We observe on one hand, that our model relays on the most used communication protocols architecture in IoT solutions: REST and Web-socket.

On the other hand and as described in Fig. 2, the proposed approach MSOAH-IoT combines different programming languages: Java, J2EE, Arduino and Android, which makes it more flexible than others, and adaptable to various situations and technologies depending on the application requirements.
coming from all the surrounding smart objects. We will adapt the developed middleware, so it can provide more smart services to the end user, by implementing technologies such as semantic web and context awareness, which allow building a context-aware system. This system uses context to provide relevant information and services to the user, where relevancy depends on the user’s task.

A. Semantic Web

The goal of the Semantic Web is to give a new form of content that is meaningful for humans, computers, and things [34]. The use of semantic web technologies [35] in the internet of things increased exponentially since 2010. The most cited and relevant use cases for semantic web technologies are interoperability, data storage, data integration, data abstraction and access, semantic reasoning and interpretation, resource/service search, discovery and scalability. The two main areas of an IoT system that benefit the most, from the integration of semantic technologies are as cited in [34], firstly the representation and description of the Thing, its capabilities and environment, and secondly Semantic annotation of the data that the Thing produces.

Ontology is defined in [36] as: “formal, explicit specification of a shared conceptualization. A conceptualization refers to an abstract model of some phenomenon in the world by having identified the relevant concepts of that phenomenon”. Integrating ontology in middleware ensures the expressiveness, the flexibility and extensibility.

There are four main components that compose ontology: Classes, relations, attributes and individuals. Classes are the main concepts to describe. Each class can have one or several children, known as subclasses, used to define more concepts. Classes and subclasses have attributes that represent their properties and characteristics. Individuals are instances of classes or their properties. Finally, relations are the edges that connect all the presented components [37].

There are already several projects that index ontologies and vocabularies on the Web. One of the most used schemas on the Web is provided by Schema.org and is defined in [34] as: “a collaborative, community activity with a mission to create, maintain, and promote schemas for structured data on the Internet, on Web pages, in email messages, and beyond”. Linked Open Vocabularies (LOV) is an online catalogue provided by Open Knowledge Foundation, LOV facilitate of any kind of vocabularies used for data description on the Web [34]. The use of semantic web in designing middleware has increased to overcome IoT issues [38]-[41]. For example, UbiROAD [38] is designed for smart traffic environments. It uses semantic web technologies to enable autonomous co-ordination capabilities amongst the devices installed in as smart traffic infrastructure e.g. discovery, adaptability, and negotiation. OpenIOT [39] uses W3C Semantic Sensor Networks (SSN). It handles many issues such as data management, service discovery, and interoperability.

Several ontologies are developed for internet of things and can be used to build new ontologies and design semantic middleware. [39] Defines the device that constitutes the two basic components of an IoT, the system, composed of both physical and virtual elements; Sensors are devices that collect data for the system and Actuators are devices that enable the system to act on the physical world. In the paradigm of pervasive computing, many distributed things perform computations. Most of these things being physical devices have limited resources. A complete modelling of the system should include a description of their energy consumption since energy management is a crucial topic in IoT systems.

B. Context Awareness

Context is any information that can be used to characterize the situation of an entity. An entity is a person, place, or object considered relevant to the interaction between a user and an application, including the user and applications themselves. A system is context-aware if it uses context, to provide relevant information and/or services to the user, where relevancy depends on the user’s task [42]. The context life cycle consists of four steps as shown in Fig. 3.

- Context Acquisition: is the first step in a context awareness system, it consists of gathering the context from the environment and users [36].
- Context Modelling: also referred as context representation, is defined as the context representation that provides assistance in the understanding of properties, relationship, and details of context [43].

![Fig. 3. Life cycle of context](image)

- Context Reasoning: Context reasoning can be described as the extraction of new knowledge from the available context and extraction of context sets from high-level context for better understanding [43].
- Context Dissemination: Context distribution delivers context to consumers [43].

In the following, some popular middlewares based on context-awareness as described in [44], [45]. MoCa is a service based distributed middleware, it employs
ontologies to model and manage context. COSMOS is a middleware that enables the processing of context information in ubiquitous environments. It consists of three layers: context collector (collects information from the sensors), context processing (obtain high-level information from raw sensor data), and context adaptation (provides access to the processed context for the applications). SOCAM is an ontology-based middleware.

It uses ontology-based method for both context modelling and context reasoning. Hydra comprises a Context Aware Framework (CAF). CAF consists of two main components: Data Acquisition Component responsible for connecting and retrieving data from sensors and the Context Manager is responsible for context management, context awareness, and context interpretation.

C. Semantic MSOAH-IoT Architecture

Researchers within the IoT community have proposed many middlewares in recent years, the use of semantic web in the design of middleware helps to overcome some issues. In order to design the architecture of our proposed model, we start by defining the functional requirements, needed by the system.

Our model is based on the functional requirements, used to design CA4IoT [46]. Protect users’ data - Manage problems of overload - Ensure the continuity of service - Connect sensors to the IoT middleware-Understand and maintain context information-Understand user requirement / request / problem-Understand to fill the gap between high-level user requirement and low-level sensor capabilities-Understand high-level context information using low-level raw sensor data - Manage users.

The proposed Semantic MSOAH-IoT architecture consists of four layers: Communication Layer, Controllers Layer, Storage and Decisional Layer. However, there are two external layers interacting with the whole system: The End User Layer and the Sensing Layer as described in Fig. 4. As defined in [1] the MSOAH-IoT contains already all layers cited except for the controller and the decision layer.

V. FUTUR WORK

The following describes roles, functionalities and components of each layer as well as interactions, starting from low-level sensor layer to high-level application layer as demonstrated in Fig. 5.

- **Sensing Layer**: An external layer, which represents all software and hardware sensors, embedded in the environment.
- **End User Layer**: This layer is not in the core of our system, it represents human users, applications or services interacting with the system. A web application and an android app are developed in the first version of MSOAH-IoT.
- **Communication Layer** is responsible for communication with connected objects installed in the Sensing Layer; it permits collecting/sending data from/to various connected smart objects/things through heterogenous networking interfaces. It deals with the heterogeneity issues. This layer is the core of the MSOAH-IoT.
- **Storage Layer** permits saving collected data from things installed in the Sensing Layer and the actions triggered by users. This data will be used by the decision layer to make the perfect reactions at the perfect time.
- Layers that follows are the new features that need to be developed and implemented from scratch, the first is the Decisional Layer and the second one the Controller Layer.
- **Decision Layer**: This component is the brain of our system. It analyses the stored data, creates patterns, uses predefined thresholds and rules then makes decisions. For example: an old man is used to open a door at 7 o’clock, if he doesn’t, some actions must be triggered, like checking proximity sensors, sending alert to his phone to check his position, checking his heartbeat, etc. Fig. 6 describes an example of contexts.
definition in the case of Ambient Assisted Living - AAL application after analysing and processing data.

- **Controller Layer** should contain many components:
  - Receiving data: to save information into the database or send it to the end user application;
  - Data adaptation: permits the identification of the information from data;
  - Receiving request: allows to receive from decisional automatic actions triggered by a given event in order to make new measures;
  - Apply request: to identify things to contact when more measures are needed by the decisional layer;
  - Receiving response sends needed measures to the decision layer;

![Fig. 6. An example of contexts definition in the decisional of AAL.](image)

In consequence, users can read data in real time, consult all registered measures in data base, request for various measures directly from connected things and modify a wrong decision when it’s made by the decision layer. Our objective is to create a smart gateway, able in the first time, to collect measurements and information from heterogeneous objects, within the sensing range of its various networks (WIFI, Bluetooth, ZigBEE, etc.), analyze the data and detect critical events, then make smart decisions, such as asking for more data, sending alerts, shutting doors, opening windows, etc.

We use Node-RED, which is a flow-based programming tool to design our IoT architecture. Developed by IBM’s Emerging Technology Services team and now a part of the OpenJS Foundation, this tool offers an attractive Web based user interface to execute IoT service-based workflows [47]. The Node-RED allows users to replace common coding tasks with visual drag-and-drop to connect web services and gadgets. Various components are linked together to create a flow using Node-Red editor. Besides, it allows wiring together hardware devices, APIs and online services in new and interesting ways, with over 225,000 modules in Node's package repository [48], [49].

Till this date, we are still in the phase of development of these new features and defining ontologies. We use a low level ontology that defines nodes for the controller layer, and a high level ontology for the higher level layer in order to classify the user patterns and habits. We use Protégé for designing ontologies. It is one of the top editing tool utilized for ontology in research. Protégé provides a graphical class hierarchy and helps to understand the dependencies [50]. Otherwise same tools used in [1], are being used in the development of the proposed middleware, such as: JAX- RS (Java API for RESTful Web Services) the Java programming language API for creating RESTful web services, and JSON (JavaScript Object Notation API) which is a specification that exposes an implementation for data stores and data structures and permits to optimize HTTP requests. For the storage layer we use SQLite as an adequate database management system for IoT solutions. Finally the middleware is being tested on the Raspberry Pi.

### VI. Conclusion

Heterogeneity issues are still the most important challenges to solve while designing IoT middleware, whether it related to networking interfaces, operating systems or data formats. In this paper, besides presenting the main challenges of designing an IoT middleware and its several approaches, we presented our model labeled MSOAH-IoT, its architecture, and its efficiency. Then we proposed to implement new features to the MSOAH-IoT, to provide a smart system capable of sensing then making smart decisions.

We present layers and components of the new model, based on semantic web and context awareness technologies, to provide services automatically to the end users. In future work, we intent to implement our new model labeled semantic MSOAH-IoT, in an Ambient Assisted Living AAL application, aiming to improve the quality of life for older people. This interest is due to the number of elderly people, growing more rapidly compared to other age groups. A supervisor can rely on it to make smart decisions, it can check periodically the patient heartbeat, and his position, or remind him of his medicines, and many other smart services.
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